**Why is Java 11 important?**

Java 11 is the second LTS release after [Java 8](https://www.journaldev.com/2389/java-8-features-with-examples). Since Java 11, Oracle JDK would no longer be free for commercial use.

You can use it in developing stages but to use it commercially, you need to buy a license. If you don’t, you can get an invoice bill from Oracle any day!

[Java 10](https://www.journaldev.com/20395/java-10-features) was the last free Oracle JDK that could be downloaded.

Oracle stops [Java 8](https://www.journaldev.com/2389/java-8-features-with-examples) support from January 2019. You’ll need to pay for more support.  
You can continue using it, but won’t get any patches/security updates

While Oracle JDK is no longer free, you can always download the Open JDK builds from Oracle or other providers such as AdoptOpenJDK, Azul, IBM, Red Hat etc. In my opinion, unless you are looking for Enterprise level usage with the appetite to pay for the support fees, you can use [OpenJDK](http://OpenJDK) and upgrade them as and when necessary.

## Which JDK build should I download and what are the benefits of each of them?

Since Oracle has created a release train in which a new version would come up every six months, if you are using the free Open JDK by Oracle, you will need to update it every six months, since Oracle won’t provide free updates once the new version is released. This can be challenging to adapt to a company.

Pay for commercial support to Oracle and migrate only from one LTS version to the next LTS version.  
This way you’ll get all the updates and support for Java 11 till 2026. You can download Java 17 in 2022.

Stay on free Java version even after its support ends. Though you won’t get security updates and it can open up security loopholes.

Oracle won’t provide commercial support or updates for [Java 9](https://www.journaldev.com/13121/java-9-features-with-examples) and Java 10. You need to look for other alternative builds in order to keep using them for free.

Having understood the baggage Java 11 comes with, lets now analyze the important features in Java 11 for developers. We’ll discuss some important JEPs too.

## Java 11 Features

Let’s discuss the new features introduced with Java 11 from the JEP Process.

### Running Java File with single command

One major change is that you don’t need to compile the java source file with javac tool first. You can directly run the file with **java** command and it implicitly compiles.  
This feature comes under JEP 330.

Following is a sneak peek at the new methods of [Java String](https://www.journaldev.com/16928/java-string) class introduced in Java 11:

### Java String Methods

**isBlank()** – This instance method returns a boolean value. Empty Strings and Strings with only white spaces are treated as blank.

import java.util.\*;

public class Main {

public static void main(String[] args) throws Exception {

// Your code here!

System.out.println(" ".isBlank()); //true

String s = "Anupam";

System.out.println(s.isBlank()); //false

String s1 = "";

System.out.println(s1.isBlank()); //true

}

}

**lines()**

This method returns a string array which is a collection of all substrings split by lines.

import java.util.stream.Collectors;

public class Main {

public static void main(String[] args) throws Exception {

String str = "JD\nJD\nJD";

System.out.println(str);

System.out.println(str.lines().collect(Collectors.toList()));

}

}

The output of the above code is:

[![java 11 string lines method](data:image/png;base64,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)](https://cdn.journaldev.com/wp-content/uploads/2019/01/java-11-lines-method-output.png)

**strip(), stripLeading(), stripTrailing()**

strip() – Removes the white space from both, beginning and the end of string.

**But we already have trim(). Then what’s the need of strip()?**

strip() is “Unicode-aware” evolution of trim().

When trim() was introduced, Unicode wasn’t evolved. Now, the new strip() removes all kinds of whitespaces leading and trailing(check the method Character.isWhitespace(c) to know if a unicode is whitespace or not)

An example using the above three methods is given below:

public class Main {

public static void main(String[] args) throws Exception {

// Your code here!

String str = " JD ";

System.out.print("Start");

System.out.print(str.strip());

System.out.println("End");

System.out.print("Start");

System.out.print(str.stripLeading());

System.out.println("End");

System.out.print("Start");

System.out.print(str.stripTrailing());

System.out.println("End");

}

}

The output in the console from the above code is:

[![java 11 string strip method](data:image/png;base64,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)](https://cdn.journaldev.com/wp-content/uploads/2019/01/java-11-strip-method-output.png)

**repeat(int)**

The repeat method simply repeats the string that many numbers of times as mentioned in the method in the form of an int.

public class Main {

public static void main(String[] args) throws Exception {

// Your code here!

String str = "=".repeat(2);

System.out.println(str); //prints ==

}

}

### Local-Variable Syntax for Lambda Parameters

**JEP 323**, Local-Variable Syntax for [Lambda](https://www.journaldev.com/16703/java-lambda-expression) Parameters is the only language feature release in Java 11.  
In Java 10, [Local Variable Type Inference](https://www.journaldev.com/19871/java-10-local-variable-type-inference) was introduced. Thus we could infer the type of the variable from the RHS – var list = new ArrayList<String>();

JEP 323 allows var to be used to declare the formal parameters of an implicitly typed lambda expression.

We can now define :

(var s1, var s2) -> s1 + s2

This was possible in Java 8 too but got removed in Java 10. Now it’s back in Java 11 to keep things uniform.

**But why is this needed when we can just skip the type in the lambda?**  
If you need to apply an annotation just as @Nullable, you cannot do that without defining the type.

**Limitation of this feature** – You must specify the type var on all parameters or none.  
Things like the following are not possible:

(var s1, s2) -> s1 + s2 //no skipping allowed

(var s1, String y) -> s1 + y //no mixing allowed

var s1 -> s1 //not allowed. Need parentheses if you use var in lambda.

### Nested Based Access Control

Before Java 11 this was possible:

public class Main {

public void myPublic() {

}

private void myPrivate() {

}

class Nested {

public void nestedPublic() {

myPrivate();

}

}

}

private method of the main class is accessible from the above-nested class in the above manner.  
But if we use [Java Reflection](https://www.journaldev.com/1789/java-reflection-example-tutorial), it will give an IllegalStateException.

Method method = ob.getClass().getDeclaredMethod("myPrivate");

method.invoke(ob);

Java 11 nested access control addresses this concern in reflection.  
java.lang.Class introduces three methods in the reflection API: getNestHost(), getNestMembers(), and isNestmateOf().

### JEP 309: Dynamic Class-File Constants

The Java class-file format now extends support a new constant pool form, CONSTANT\_Dynamic. The goal of this JEP is to reduce the cost and disruption of developing new forms of materializable class-file constraints, by creating a single new constant-pool form that can be parameterized with user-provided behavior.  
This enhances performance

### JEP 318: Epsilon: A No-Op Garbage Collector

Unlike the JVM GC which is responsible for allocating memory and releasing it, Epsilon only allocates memory.  
It allocates memory for the following things:

* Performance testing.
* Memory pressure testing.
* VM interface testing.
* Extremely short lived jobs.
* Last-drop latency improvements.
* Last-drop throughput improvements.

Now Elipson is good only for test environments. It will lead to [OutOfMemoryError](https://www.journaldev.com/21010/java-lang-outofmemoryerror-java-heap-space) in production and crash the applications.

The benefit of Elipson is no memory clearance overhead. Hence it’ll give an accurate test result of performance and we can no longer GC for stopping it.

Note: This is an experimental feature.

### JEP 320: Remove the Java EE and CORBA Modules

The modules were already deprecated in Java 9. They are now completely removed.

Following packages are removed: java.xml.ws, java.xml.bind, java.activation, java.xml.ws.annotation, java.corba, java.transaction, java.se.ee, jdk.xml.ws, jdk.xml.bind

### JEP 328: Flight Recorder

Flight Recorder which earlier used to be a commercial add-on in Oracle JDK is now open sourced since Oracle JDK is itself not free anymore.

JFR is a profiling tool used to gather diagnostics and profiling data from a running Java application.  
Its performance overhead is negligible and that’s usually below 1%. Hence it can be used in production applications.

### JEP 321: HTTP Client

Java 11 standardizes the Http CLient API.  
The new API supports both HTTP/1.1 and HTTP/2. It is designed to improve the overall performance of sending requests by a client and receiving responses from the server. It also natively supports WebSockets.

### Reading/Writing Strings to and from the Files

Java 11 strives to make reading and writing of String convenient.  
It has introduced the following methods for reading and writing to/from the files:

* readString()
* writeString()

Following code showcases an example of this

Path path = Files.writeString(Files.createTempFile("test", ".txt"), "This was posted on JD");

System.out.println(path);

String s = Files.readString(path);

System.out.println(s); //This was posted on JD

### JEP 329: ChaCha20 and Poly1305 Cryptographic Algorithms

Java 11 provides ChaCha20 and ChaCha20-Poly1305 Cipher implementations. These algorithms will be implemented in the SunJCE provider.

### JEP 315: Improve Aarch64 Intrinsics

Improve the existing string and array intrinsics, and implement new intrinsics for the java.lang.Math sin, cos, and log functions, on AArch64 processors.

### JEP 333: ZGC: A Scalable Low-Latency Garbage Collector (Experimental)

Java 11 has introduced a low latency GC. This is an experimental feature.  
It’s good to see that Oracle is giving importance to GC’s.

### JEP 335: Deprecate the Nashorn JavaScript Engine

Nashorn JavaScript script engine and APIs are deprecated thereby indicating that they will be removed in the subsequent releases.